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### Dynamic programming notes

Dynamic Programming is an algorithmic paradigm that solves a given complex problem by breaking it into subproblems and stores the results of subproblems to avoid computing the same results again.Following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

1) Overlapping Subproblems  
2) Optimal Substructure

Like Divide and Conquer, Dynamic Programming combines solutions to sub-problems. Dynamic Programming is mainly used when solutions of same subproblems are needed again and again. In dynamic programming, computed solutions to subproblems are stored in a table so that these don’t have to recomputed. So Dynamic Programming is not useful when there are no common (overlapping) subproblems because there is no point storing the solutions if they are not needed again. For example,[Binary Search](http://en.wikipedia.org/wiki/Binary_search_algorithm) doesn’t have common subproblems

Recursion tree for execution of *fib(5)*

/\* simple recursive program for Fibonacci numbers \*/

int fib(int n)

{

   if ( n <= 1 )

      return n;

   return fib(n-1) + fib(n-2);

}
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We can see that the function f(3) is being called 2 times. If we would have stored the value of f(3), then instead of computing it again, we would have reused the old stored value.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| *F*0 | *F*1 | *F*2 | *F*3 | *F*4 | *F*5 | *F*6 | *F*7 | *F*8 | *F*9 | *F*10 | *F*11 | *F*12 | *F*13 | *F*14 | *F*15 | *F*16 | *F*17 | *F*18 | *F*19 | *F*20 |
| 0 | 1 | 1 | 2 | 3 | 5 | 8 | 13 | 21 | 34 | 55 | 89 | 144 | 233 | 377 | 610 | 987 | 1597 | 2584 | 4181 | 6765 |

 There are following two different ways to store the values so that these values can be reused.

*a) Memoization (Top Down):*  
*b) Tabulation (Bottom Up):*

a) Memoization (Top Down):The memoized program for a problem is similar to the recursive version with a small modification that it looks into a lookup table before computing solutions. We initialize a lookup array with all initial values as NIL. Whenever we need solution to a subproblem, we first look into the lookup table. If the precomputed value is there then we return that value, otherwise we calculate the value and put the result in lookup table so that it can be reused later.

Following is the memoized version for nth Fibonacci Number.

/\* function for nth Fibonacci number \*/

int fib(int n)

{

   if(lookup[n] == NIL)

   {

    if ( n <= 1 )

      lookup[n] = n;

    else

      lookup[n] = fib(n-1) + fib(n-2);

   }

   return lookup[n];

}

b) Tabulation (Bottom Up):The tabulated program for a given problem builds a table in bottom up fashion and returns the last entry from table.

int fib(int n)

{

  int f[n+1];

  int i;

  f[0] = 0;   f[1] = 1;

  for (i = 2; i <= n; i++)

      f[i] = f[i-1] + f[i-2];

  return f[n];

}

## Longest common subsequence

A sequence is a group of letters that are part of the word in the same direction. Longest common subsequence is a group of letters that is common between two words in the same direction.

LCS Problem Statement: Given two sequences, find the length of longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, “abc”, “abg”, “bdf”, “aeg”, ‘”acefg”, .. etc are subsequences of “abcdefg”. So a string of length n has 2^n different possible subsequences.

It is a classic computer science problem, the basis of [diff](http://en.wikipedia.org/wiki/Diff)(a file comparison program that outputs the differences between two files), and has applications in bioinformatics.

**1) Optimal Substructure:**  
Let the input sequences be X[0..m-1] and Y[0..n-1] of lengths m and n respectively. And let L(X[0..m-1], Y[0..n-1]) be the length of LCS of the two sequences X and Y. Following is the recursive definition of L(X[0..m-1], Y[0..n-1]).

**If last characters of both sequences match (or X[m-1] == Y[n-1]) then  
L(X[0..m-1], Y[0..n-1]) = 1 + L(X[0..m-2], Y[0..n-2])**

**If last characters of both sequences do not match (or X[m-1] != Y[n-1]) then  
L(X[0..m-1], Y[0..n-1]) = MAX ( L(X[0..m-2], Y[0..n-1]), L(X[0..m-1], Y[0..n-2])**

Examples:  
1) Consider the input strings “AGGTAB” and “GXTXAYB”. Last characters match for the strings. So length of LCS can be written as:  
L(“AGGTAB”, “GXTXAYB”) = 1 + L(“AGGTA”, “GXTXAY”)

2) Consider the input strings “ABCDGH” and “AEDFHR. Last characters do not match for the strings. So length of LCS can be written as:  
L(“ABCDGH”, “AEDFHR”) = MAX ( L(“ABCDG”, “AEDFH**R**”), L(“ABCDG**H**”, “AEDFH”) )

So the LCS problem has optimal substructure property as the main problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems:**  
Following is simple recursive implementation of the LCS problem

/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

int lcs( char \*X, char \*Y, int m, int n )

{

   if (m == 0 || n == 0)

     return 0;

   if (X[m-1] == Y[n-1])

     return 1 + lcs(X, Y, m-1, n-1);

   else

     return max(lcs(X, Y, m, n-1), lcs(X, Y, m-1, n));

}

The idea is to start either at the end or at the beginning:

Starting at the beginning:

1. If the first letter of both the words is the same, then this letter will form part of a long subsequence hence the count is incremented and this is continued until a letter that is not common is found.
2. When a letter that is not common is found, then we will have two choices:
   1. Move to the next letter in the first word and go to step 1.
   2. Move to the next letter in the second word and go to step 1.
   3. Compare the LCS length of both a and b and select the max.

The count value is incremented when letters from either words are found to be same and left to zero if it is not found to be same.

Dynamic programming kicks in and triggers a case of memosiation where the count value of letters of both words are stored and hence need not be calculated again and again as required in variants of step 2.

/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

int lcs( char \*X, char \*Y, int m, int n )

{

   int L[m+1][n+1]; // **0 to m is m+1**

   int i, j;

   /\* Following steps build L[m+1][n+1] in bottom up fashion. Note

      that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/

   for (i=0; i<=m; i++)

   {

     for (j=0; j<=n; j++)

     {

**if (i == 0 || j == 0)** // the first row and the first column are all zeroes

**L[i][j] = 0;**

       else if(X[i-1] == Y[j-1])

         L[i][j] = L[i-1][j-1] + 1;

       else

         L[i][j] = max(L[i-1][j], L[i][j-1]); **//compare with up element and the left element in the matrix**

     }

   }

   /\* L[m][n] contains length of LCS for X[0..n-1] and Y[0..m-1] \*/

   return L[m][n];

}

Arrays X= {aba} and Y ={axcd}

L[3+1][4+1] = L[4][5] = 0 0 0 0 0

0 1 1 1 1

1. 1 1 1 1

0 1 1 1 1

Disecting the above code:

L[i][j] = 2 where i = 4 means with the first 4 letters of the first word, the longest common subsequence with the second word is of length 2.

See the diagonal of L[m][n]

## Longest increasing subsequence

The objective is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order.

For example, length of LIS for { 10, 22, 9, 33, 21, 50, 41, 60, 80 } is 6 and LIS is {10, 22, 33, 50, 60, 80}

Let arr[0..n-1] be the input array and L(i) be the length of the LIS till index i such that arr[i] is part of LIS and arr[i] is the last element in LIS, then L(i) can be recursively written as.  
L(i) = { 1 + Max ( L(j) ) } where j < i and arr[j] < arr[i] and if there is no such j then L(i) = 1  
To get LIS of a given array, we need to return max(L(i)) where 0 < i < n  
So the LIS problem has optimal substructure property as the main problem can be solved using solutions to subproblems.

How does the recusive approach look like:

/\* To make use of recursive calls, this function must return two things:

   1) Length of LIS ending with element arr[n-1]. We use max\_ending\_here

      for this purpose

   2) Overall maximum as the LIS may end with an element before arr[n-1]

      max\_ref is used this purpose.

The value of LIS of full array of size n is stored in \*max\_ref which is our final result

\*/

int \_lis( int arr[], int n, int \*max\_ref)

{

    /\* Base case \*/

    if(n == 1)

        return 1;

    int res, max\_ending\_here = 1; // length of LIS ending with arr[n-1]

    /\* Recursively get all LIS ending with arr[0], arr[1] ... ar[n-2]. If

       arr[i-1] is smaller than arr[n-1], and max ending with arr[n-1] needs

       to be updated, then update it \*/

    for(int i = 1; i < n; i++)

    {

        res = \_lis(arr, i, max\_ref); **//We find the max\_ending for i =1,2,3..n**

        if (arr[i-1] < arr[n-1] && res + 1 > max\_ending\_here)

            max\_ending\_here = res + 1;

    }

    // Compare max\_ending\_here with the overall max. And update the

    // overall max if needed

    if (\*max\_ref < max\_ending\_here)

       \*max\_ref = max\_ending\_here;

    // Return length of LIS ending with arr[n-1]

    return max\_ending\_here;

}
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We can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation.

If we take the recursive approach then we may end up with a complexity of O(2^n) as there can be 2^n subsequences in the given sequence. Hence it is pertinent to use dynamic programming and reduce the complexity.

/\* lis() returns the length of the longest increasing subsequence in

    arr[] of size n \*/

int lis( int arr[], int n )

{

   int \*lis, i, j, max = 0;

   lis = (int\*) malloc ( sizeof( int ) \* n );

   /\* Initialize LIS values for all indexes \*/

   for ( i = 0; i < n; i++ )

      lis[i] = 1;

   /\* Compute optimized LIS values in bottom up manner \*/

   for ( i = 1; i < n; i++ )

      for ( j = 0; j < i; j++ )

         if ( arr[i] > arr[j] && **lis[i] < lis[j] + 1**)**// have a case where a[j] is greatest but lis[j] is only 1.**

            lis[i] = lis[j] + 1;

   /\* Pick maximum of all LIS values \*/

   for ( i = 0; i < n; i++ )

      if ( max < lis[i] )

         max = lis[i];

   /\* Free memory to avoid memory leak \*/

   free( lis );

   return max;

}

The above gives a complexity of O(n^2).

How does the above work:

Can we reduce the complexity. Yes it is possible to reduce the complexity to O(n log n). Using the approach below:

Let S[pos] be defined as the smallest integer that ends an increasing sequence of length pos.

Now iterate through every integer X of the input set and do the following:

1. If X > last element in S, then append X to the end of S. This essentialy means we have found a new largest LIS.
2. Otherwise find the smallest element in S, which is >= than X, and change it to X. Because Sis sorted at any time, the element can be found using binary search in log(N).

Total runtime - N integers and a binary search for each of them - N \* log(N) = O(N log N)

Now let's do a real example:

Set of integers: 2 6 3 4 1 2 9 5 8

Steps:

0. S = {} - Initialize S to the empty set

1. S = {2} - New largest LIS

2. S = {2, 6} - New largest LIS

3. S = {2, 3} - Changed 6 to 3

4. S = {2, 3, 4} - New largest LIS

5. S = {1, 3, 4} - Changed 2 to 1

6. S = {1, 2, 4} - Changed 3 to 2

7. S = {1, 2, 4, 9} - New largest LIS

8. S = {1, 2, 4, 5} - Changed 9 to 5

9. S = {1, 2, 4, 5, 8} - New largest LIS

So the length of the LIS is 5 (the size of S).

To reconstruct the actual LIS we will again use a parent array. Let parent[i] be the predecessor of element with index i in the LIS ending at element with index i.

To make things simpler, we can keep in the array S, not the actual integers, but their indices(positions) in the set. We do not keep {1, 2, 4, 5, 8}, but keep {4, 5, 3, 7, 8}.

That is input[4] = **1**, input[5] = **2**, input[3] = **4**, input[7] = **5**, input[8] = **8**.

If we update properly the parent array, the actual LIS is:

input[S[lastElementOfS]],

input[parent[S[lastElementOfS]]],

input[parent[parent[S[lastElementOfS]]]],

........................................

Now to the important thing - how do we update the parent array? There are two options:

1. If X > last element in S, then parent[indexX] = indexLastElement. This means the parent of the newest element is the last element. We just prepend X to the end of S.
2. Otherwise find the index of the smallest element in S, which is >= than X, and change it to X. Here parent[indexX] = S[index - 1].

Code below:

// Binary search

int GetCeilIndex(int A[], int T[], int l, int r, int key) {

   int m;

   while( r - l > 1 ) {

      m = l + (r - l)/2;

      if( A[T[m]] >= key )

         r = m;

      else

         l = m;

   }

   return r;

}

int LongestIncreasingSubsequence(int A[], int size) {

   // Add boundary case, when array size is zero

   // Depend on smart pointers

   int \*tailIndices = new int[size];

   int \*prevIndices = new int[size];

   int len;

   memset(tailIndices, 0, sizeof(tailIndices[0])\*size);

   memset(prevIndices, 0xFF, sizeof(prevIndices[0])\*size);

   tailIndices[0] = 0;

   prevIndices[0] = -1;

   len = 1; // it will always point to empty location

   for( int i = 1; i < size; i++ ) {

      if( A[i] < A[tailIndices[0]] ) {

         // new smallest value

         tailIndices[0] = i;

      } else if( A[i] > A[tailIndices[len-1]] ) {

         // A[i] wants to extend largest subsequence

         prevIndices[i] = tailIndices[len-1];

         tailIndices[len++] = i;

      } else {

         // A[i] wants to be a potential condidate of future subsequence

         // It will replace ceil value in tailIndices

        int pos = GetCeilIndex(A, tailIndices, -1, len-1, A[i]);

        prevIndices[i] = tailIndices[pos-1];

        tailIndices[pos] = i;

      }

   }

   cout << "LIS of given input" << endl;

   for( int i = tailIndices[len-1]; i >= 0; i = prevIndices[i] )

      cout << A[i] << "   ";

   cout << endl;

   delete[] tailIndices;

   delete[] prevIndices;

   return len;

}

Comment:

Understanding the O(n log n ) approach took lot of effort and time, Realizing that the parent/prevIndex stores the index for a larger element/or (pos-1) for a element replaced by binary search was quite a revelation.

## Longest Bitonic subsequence

A sequence, sorted in increasing order is considered Bitonic with the decreasing part as empty. Similarly, decreasing order sequence is considered Bitonic with the increasing part as empty.

**Examples:**

Input arr[] = {1, 11, 2, 10, 4, 5, 2, 1};

Output: 6 (A Longest Bitonic Subsequence of length 6 is 1, 2, 10, 4, 2, 1)

Input arr[] = {12, 11, 40, 5, 3, 1}

Output: 5 (A Longest Bitonic Subsequence of length 5 is 12, 11, 5, 3, 1)

Input arr[] = {80, 60, 30, 40, 20, 10}

Output: 5 (A Longest Bitonic Subsequence of length 5 is 80, 60, 30, 20, 10)

**Solution**  
This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](http://www.geeksforgeeks.org/archives/12832). Let the input array be arr[] of length n. We need to construct two arrays lis[] and lds[] using Dynamic Programming solution of [LIS problem](http://www.geeksforgeeks.org/archives/12832). lis[i] stores the length of the Longest Increasing subsequence ending with arr[i]. lds[i] stores the length of the longest Decreasing subsequence starting from arr[i]. Finally, we need to return the max value of lis[i] + lds[i] – 1 where i is from 0 to n-1.

int lbs( int arr[], int n )

{

   int i, j;

   /\* Allocate memory for LIS[] and initialize LIS values as 1 for

      all indexes \*/

   int \*lis = new int[n];

   for ( i = 0; i < n; i++ )

      lis[i] = 1;

   /\* Compute LIS values from left to right \*/

   for ( i = 1; i < n; i++ )

      for ( j = 0; j < i; j++ )

         if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)

            lis[i] = lis[j] + 1;

   /\* Allocate memory for lds and initialize LDS values for

      all indexes \*/

   int \*lds = new int [n];

   for ( i = 0; i < n; i++ )

      lds[i] = 1;

   /\* Compute LDS values from right to left \*/

   for ( i = n-2; i >= 0; i-- )

      for ( j = n-1; j > i; j-- )

         if ( arr[i] > arr[j] && lds[i] < lds[j] + 1)

            lds[i] = lds[j] + 1;

   /\* Return the maximum value of lis[i] + lds[i] - 1\*/

   int max = lis[0] + lds[0] - 1;

   for (i = 1; i < n; i++)

**if (lis[i] + lds[i] - 1 > max)**

**max = lis[i] + lds[i] - 1;**

   return max;

}

Time Complexity: O(n^2)  
Auxiliary Space: O(n)

## Maximum Sum Increasing Subsequence

Given an array of n positive integers. Write a program to find the sum of maximum sum subsequence of the given array such that the intgers in the subsequence are sorted in increasing order. For example, if input is {1, 101, 2, 3, 100, 4, 5}, then output should be 106 (1 + 2 + 3 + 100), if the input array is {3, 4, 5, 10}, then output should be 22 (3 + 4 + 5 + 10) and if the input array is {10, 5, 4, 3}, then output should be 10

This is similar to the longest increasing subsequence wherein instead of computing the length of the sequence at every array index, we compute the sum and retrieve the index which corresponds to the max sum.

/\* maxSumIS() returns the maximum sum of increasing subsequence in arr[] of

   size n \*/

int maxSumIS( int arr[], int n )

{

   int \*msis, i, j, max = 0;

   msis = (int\*) malloc ( sizeof( int ) \* n );

   /\* Initialize msis values for all indexes \*/

   for ( i = 0; i < n; i++ )

      msis[i] = arr[i];

   /\* Compute maximum sum values in bottom up manner \*/

   for ( i = 1; i < n; i++ )

      for ( j = 0; j < i; j++ )

         if ( arr[i] > arr[j] && **msis[i] < msis[j] + arr[i])**

            msis[i] = msis[j] + arr[i];

   /\* Pick maximum of all msis values \*/

   for ( i = 0; i < n; i++ )

      if ( max < msis[i] )

         max = msis[i];

   /\* Free memory to avoid memory leak \*/

   free( msis );

   return max;

}

## Longest Palindrome subsequence

Given a sequence, find the length of the longest palindromic subsequence in it. For example, if the given sequence is “BBABCBCAB”, then the output should be 7 as “BABCBAB” is the longest palindromic subseuqnce in it. “BBBBB” and “BBCBB” are also palindromic subsequences of the given sequence, but not the longest ones.

**1) Optimal Substructure:**  
Let X[0..n-1] be the input sequence of length n and L(0, n-1) be the length of the longest palindromic subsequence of X[0..n-1].

If last and first characters of X are same, then L(0, n-1) = L(1, n-2) + 2.  
Else L(0, n-1) = MAX (L(1, n-1), L(0, n-2)).

Following is a general recursive solution with all cases handled.

// Everay single character is a palindrom of length 1

L(i, i) = 1 for all indexes i in given sequence

// IF first and last characters are not same

If (X[i] != X[j]) L(i, j) = max{L(i + 1, j),L(i, j - 1)}

// If there are only 2 characters and both are same

Else if (j == i + 1) L(i, j) = 2

// If there are more than two characters, and first and last

// characters are same

Else L(i, j) = L(i + 1, j - 1) + 2

**2) Overlapping Subproblems**  
Following is simple recursive implementation of the LPS problem. The implementation simply follows the recursive structure mentioned above.

// Returns the length of the longest palindromic subsequence in seq

int lps(char \*seq, int i, int j)

{

   // Base Case 1: If there is only 1 character

   if (i == j)

     return 1;

   // Base Case 2: If there are only 2 characters and both are same

   if (seq[i] == seq[j] && i + 1 == j)

     return 2;

   // If the first and last characters match

   if (seq[i] == seq[j])

      return lps (seq, i+1, j-1) + 2;

   // If the first and last characters do not match

   return max( lps(seq, i, j-1), lps(seq, i+1, j) );

}

Considering the above implementation, following is a partial recursion tree for a sequence of length 6 with all different characters.

L(0, 5)

/ \

/ \

L(1,5) L(0,4)

/ \ / \

/ \ / \

L(2,5) L(1,4) L(1,4) L(0,3)

In the above partial recursion tree, L(1, 4) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So LPS problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array L[][] in bottom up manner.

**Dynamic Programming Solution**

// Returns the length of the longest palindromic subsequence in seq

int lps(char \*str)

{

   int n = strlen(str);

   int i, j, cl;

   int L[n][n];  // Create a table to store results of subproblems

   // Strings of length 1 are palindrome of lentgh 1

   for (i = 0; i < n; i++)

      L[i][i] = 1;

    // Build the table. Note that the lower diagonal values of table are

    // useless and not filled in the process. The values are filled in a

    // manner similar to Matrix Chain Multiplication DP solution (See

    // <http://www.geeksforgeeks.org/archives/15553>). cl is length of

    // substring

    for (cl=2; cl<=n; cl++)

    {

        for (i=0; i<n-cl+1; i++)

        {

            j = i+cl-1;

            if (str[i] == str[j] && cl == 2)

               L[i][j] = 2;

            else if (str[i] == str[j])

               L[i][j] = L[i+1][j-1] + 2;

            else

               L[i][j] = max(L[i][j-1], L[i+1][j]);

        }

    }

    return L[0][n-1];

}

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

This problem is close to the [Longest Common Subsequence (LCS) problem](http://www.geeksforgeeks.org/archives/12998). In fact, we can use LCS as a subroutine to solve this problem. Following is the two step solution that uses LCS.  
1) Reverse the given sequence and store the reverse in another array say rev[0..n-1]  
2) LCS of the given sequence and rev[] will be the longest palindromic sequence.  
This solution is also a O(n^2) solution.

## Longest Palindrome Substring

Given a string, find the longest substring which is palindrome. For example, if the given string is “forgeeksskeegfor”, the output should be “geeksskeeg”.

**Method 1 ( Brute Force )**  
The simple approach is to check each substring whether the substring is a palindrome or not. We can run three loops, the outer two loops pick all substrings one by one by fixing the corner characters, the inner loop checks whether the picked substring is palindrome or not.

Time complexity: O ( n^3 )  
Auxiliary complexity: O ( 1 )

**Dynamic programming solution, O(N2) time and O(N2) space:**  
To improve over the brute force solution from a DP approach, first think how we can avoid unnecessary re-computation in validating palindromes. Consider the case “ababa”. If we already knew that “bab” is a palindrome, it is obvious that “ababa” must be a palindrome since the two left and right end letters are the same.

Stated more formally below:

Define P[ i, j ] ← true **iff** the substring Si … Sj is a palindrome, otherwise false.

Therefore,

P[ i, j ] ← ( P[ i+1, j-1 ] **and** Si = Sj )

The base cases are:

P[ i, i ] ← true  
P[ i, i+1 ] ← ( Si = Si+1 )

This yields a straight forward DP solution, which we first initialize the one and two letters palindromes, and work our way up finding all three letters palindromes, and so on…

int longestPalSubstr( char \*str )

{

    int n = strlen( str ); // get length of input string

    // table[i][j] will be false if substring str[i..j] is not palindrome.

    // Else table[i][j] will be true

    bool table[n][n];

    memset( table, 0, sizeof( table ) );

    // All substrings of length 1 are palindromes

    int maxLength = 1;

    for( int i = 0; i < n; ++i )

        table[i][i] = true;

    // check for sub-string of length 2.

    int start = 0;

    for( int i = 0; i < n-1; ++i )

    {

        if( str[i] == str[i+1] )

        {

            table[i][i+1] = true;

            start = i;

            maxLength = 2;

        }

    }

    // Check for lengths greater than 2. k is length of substring

    for( int k = 3; k <= n; ++k )

    {

        // Fix the starting index

        for( int i = 0; i < n - k + 1 ; ++i )

        {

            // Get the ending index of substring from starting index i and length k

**//if n = 6, then i = 0 to 4 and j for every i is (k-1)th value away from i and when k is finally n, i = 0 and j = n-1**

            int j = i + k - 1;

            // checking for sub-string from ith index to jth index iff str[i+1]

            // to str[j-1] is a palindrome

            if( table[i+1][j-1] && str[i] == str[j] )

            {

                table[i][j] = true;

                if( k > maxLength )

                {

                    start = i;

                    maxLength = k;

                }

            }

        }

    }

    printf("Longest palindrome substring is: ");

    printSubStr( str, start, start + maxLength - 1 );

    return maxLength; // return length of LPS

}

Example: habbak

Table =

1 0 0 0 0 0

0 1 0 0 0 0

0 0 1 1 0 0

0 0 0 1 0 0

0 0 0 0 1 0

0 0 0 0 0 1

In the loop k =3

1 0 0 0 0 0

0 1 0 0 0 0

0 0 1 1 0 0

0 0 0 1 0 0

0 0 0 0 1 0

0 0 0 0 0 1

In the loop k =4

1 0 0 0 0 0

0 1 0 0 1 0

0 0 1 1 0 0

0 0 0 1 0 0

0 0 0 0 1 0

0 0 0 0 0 1

In the loop k =5

1 0 0 0 0 0

0 1 0 0 1 0

0 0 1 1 0 0

0 0 0 1 0 0

0 0 0 0 1 0

0 0 0 0 0 1

In the loop k =6

1 0 0 0 0 0

0 1 0 0 1 0

0 0 1 1 0 0

0 0 0 1 0 0

0 0 0 0 1 0

0 0 0 0 0 1

So finally I = 1 and (1,4) is (i,j) for length k = 4. (1,4) is 1 because (2,3) is 1 and (2,3) = (b,b)

Example 2:

For string “aba”

Initial

1 0 0

0 1 0

0 0 1

Loop k =3

1 0 1

0 1 0

0 0 1

Here I =0, (I,j ) = (0,2) and (0,2) = (a,a)

## Length of the longest substring without repeating characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substrings without repeating characters for “ABDEFGABEF” are “BDEFGA” and “DEFGAB”, with length 6. For “BBBB” the longest substring is “B”, with length 1. For “GEEKSFORGEEKS”, there are two longest substrings shown in the below diagrams, with length 7.

[![http://www.geeksforgeeks.org/wp-content/uploads/unique_char_substr.png](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/unique_char_substr.png)  
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The desired time complexity is O(n) where n is the length of the string.

Let us talk about the linear time solution now. This solution uses extra space to store the last indexes of already visited characters. The idea is to scan the string from left to right, keep track of the maximum length Non-Repeating Character Substring (NRCS) seen so far. Let the maximum length be max\_len. When we traverse the string, we also keep track of length of the current NRCS using cur\_len variable. For every new character, we look for it in already processed part of the string (A temp array called visited[] is used for this purpose). If it is not present, then we increase the cur\_len by 1. If present, then there are two cases:

**a)** The previous instance of character is not part of current NRCS (The NRCS which is under process). In this case, we need to simply increase cur\_len by 1.  
**b)**If the previous instance is part of the current NRCS, then our current NRCS changes. It becomes the substring staring from the next character of previous instance to currently scanned character. We also need to compare cur\_len and max\_len, before changing current NRCS (or changing cur\_len).

int longestUniqueSubsttr(char \*str)

{

    int n = strlen(str);

    int cur\_len = 1;  // To store the lenght of current substring

    int max\_len = 1;  // To store the result

    int prev\_index;  // To store the previous index

    int i;

    int \*visited = (int \*)malloc(sizeof(int)\*NO\_OF\_CHARS);

    /\* Initialize the visited array as -1, -1 is used to indicate that

       character has not been visited yet. \*/

    for (i = 0; i < NO\_OF\_CHARS;  i++)

        visited[i] = -1;

    /\* Mark first character as visited by storing the index of first

       character in visited array. \*/

    visited[str[0]] = 0;

    /\* Start from the second character. First character is already processed

       (cur\_len and max\_len are initialized as 1, and visited[str[0]] is set \*/

    for (i = 1; i < n; i++)

    {

        prev\_index =  visited[str[i]];

        /\* If the currentt character is not present in the already processed

           substring or it is not part of the current NRCS, then do cur\_len++ \*/

        if (prev\_index == -1 || i - cur\_len > prev\_index)

            cur\_len++;

        /\* If the current character is present in currently considered NRCS,

           then update NRCS to start from the next character of previous instance. \*/

        else

        {

//Also, when we are changing the NRCS, we should also check whether //length of the previous NRCS was greater than max\_len or not.\*/

            if (cur\_len > max\_len)

                max\_len = cur\_len;

 //cur\_len is updated here as the new string starts from the prev\_index

            cur\_len = i - prev\_index;        }

        visited[str[i]] = i; // update the index of current character

    }

    // Compare the length of last NRCS with max\_len and update max\_len if needed

    if (cur\_len > max\_len)

        max\_len = cur\_len;

    free(visited); // free memory allocated for visited

    return max\_len;

}

**Time Complexity:** O(n + d) where n is length of the input string and d is number of characters in input string alphabet. For example, if string consists of lowercase English characters then value of d is 26.  
**Auxiliary Space:** O(d)  
**Algorithmic Paradigm:** Dynamic Programming

As an exercise, try the modified version of the above problem where you need to print the maximum length NRCS also (the above program only prints length of it).

## Palindrome partitioning

Given a string, a partitioning of the string is a palindrome partitioning if every substring of the partition is a palindrome. For example, “aba|b|bbabb|a|b|aba” is a palindrome partitioning of “ababbbabbababa”. Determine the fewest cuts needed for palindrome partitioning of a given string. For example, minimum 3 cuts are needed for “ababbbabbababa”. The three cuts are “a|babbbab|b|ababa”. If a string is palindrome, then minimum 0 cuts are needed. If a string of length n containing all different characters, then minimum n-1 cuts are needed.

Solution

If the string is palindrome, then we simply return 0. Else, like the Matrix Chain Multiplication problem, we try making cuts at all possible places, recursively calculate the cost for each cut and return the minimum value.

Let the given string be str and minPalPartion() be the function that returns the fewest cuts needed for palindrome partitioning. following is the optimal substructure property.

// i is the starting index and j is the ending index. i must be passed as 0 and j as n-1

minPalPartion(str, i, j) = 0 if i == j. // When string is of length 1.

minPalPartion(str, i, j) = 0 if str[i..j] is palindrome.

// If none of the above conditions is true, then minPalPartion(str, i, j) can be

// calculated recursively using the following formula.

minPalPartion(str, i, j) = Min { minPalPartion(str, i, k) + 1 +

minPalPartion(str, k+1, j) }

where k varies from i to j-1

// Returns the minimum number of cuts needed to partition a string

// such that every part is a palindrome

int minPalPartion(char \*str)

{

    // Get the length of the string

    int n = strlen(str);

    /\* Create two arrays to build the solution in bottom up manner

       C[i][j] = Minimum number of cuts needed for palindrome partitioning

                 of substring str[i..j]

       P[i][j] = true if substring str[i..j] is palindrome, else false

       Note that C[i][j] is 0 if P[i][j] is true \*/

    int C[n][n];

    bool P[n][n];

    int i, j, k, L; // different looping variables

    // Every substring of length 1 is a palindrome

    for (i=0; i<n; i++)

    {

        P[i][i] = true;

        C[i][i] = 0;

    }

    /\* L is substring length. Build the solution in bottom up manner by

       considering all substrings of length starting from 2 to n.

       The loop structure is same as Matrx Chain Multiplication problem (

       See <http://www.geeksforgeeks.org/archives/15553> )\*/

    for (L=2; L<=n; L++)

    {

        // For substring of length L, set different possible starting indexes

        for (i=0; i<n-L+1; i++)

        {

            j = i+L-1; // Set ending index

            // If L is 2, then we just need to compare two characters. Else

            // need to check two corner characters and value of P[i+1][j-1]

            if (L == 2)

                P[i][j] = (str[i] == str[j]);

            else

                P[i][j] = (str[i] == str[j]) && **P[i+1][j-1];**

            // IF str[i..j] is palindrome, then C[i][j] is 0

            if (P[i][j] == true)

                C[i][j] = 0;

            Else

            {

                // Make a cut at every possible localtion starting from i to j,

                // and get the minimum cost cut.

                C[i][j] = INT\_MAX;

                for (k=i; k<=j-1; k++)

                    C[i][j] = min (C[i][j], C[i][k] + C[k+1][j] + 1 );

            }

        }

    }

    // Return the min cut value for complete string. i.e., str[0..n-1]

    return C[0][n-1];

}

Answer for abcd

i = 0 j = 1 L = 2 C[k+1][j] 0

i = 1 j = 2 L = 2 C[k+1][j] 0

i = 2 j = 3 L = 2 C[k+1][j] 0

i = 0 j = 2 L = 3 C[k+1][j] 1

i = 0 j = 2 L = 3 C[k+1][j] 0

i = 1 j = 3 L = 3 C[k+1][j] 1

i = 1 j = 3 L = 3 C[k+1][j] 0

i = 0 j = 3 L = 4 C[k+1][j] 2

i = 0 j = 3 L = 4 C[k+1][j] 1

i = 0 j = 3 L = 4 C[k+1][j] 0

Min cuts needed for Palindrome Partitioning is 3

Complexity is O(n^3)

## Subset Sum Problem

Given a set of non-negative integers, and a value *sum*, determine if there is a subset of the given set with sum equal to given *sum*.

Examples: set[] = {3, 34, 4, 12, 5, 2}, sum = 9

Output: True //There is a subset (4, 5) with sum 9.

Let isSubSetSum(int set[], int n, int sum) be the function to find whether there is a subset of set[] with sum equal to *sum*. n is the number of elements in set[].

The isSubsetSum problem can be divided into two subproblems  
…a) Include the last element, recur for n = n-1, sum = sum – set[n-1]  
…b) Exclude the last element, recur for n = n-1.  
If any of the above the above subproblems return true, then return true.

**Naïve recursive implementation**

Following is the recursive formula for isSubsetSum() problem.

// Returns true if there is a subset of set[] with sun equal to given sum

bool isSubsetSum(int set[], int n, int sum)

{

   // Base Cases

   if (sum == 0)

     return true;

   if (n == 0 && sum != 0)

     return false;

   // If last element is greater than sum, then ignore it

   if (set[n-1] > sum)

     return isSubsetSum(set, n-1, sum);

   /\* else, check if sum can be obtained by any of the following

      (a) including the last element

      (b) excluding the last element   \*/

   return isSubsetSum(set, n-1, sum) || isSubsetSum(set, n-1, sum-set[n-1]);

}

The above solution may try all subsets of given set in worst case. Therefore time complexity of the above solution is exponential. The problem is in-fact [NP-Complete](http://en.wikipedia.org/wiki/NP-complete" \t "_blank) (There is no known polynomial time solution for this problem)

**Using dynamic programming**

We create a boolean 2D table subset[][] and fill it in bottom up manner. **The value of subset[i][j] will be true if there is a subset of set[0..j-1] with sum equal to i., otherwise false**. Finally, we return subset[sum][n]

// Returns true if there is a subset of set[] with sun equal to given sum

bool isSubsetSum(int set[], int n, int sum)

{

    // The value of subset[i][j] will be true if there is a subset of set[0..j-1]

    //  with sum equal to i

    bool subset[sum+1][n+1];

    // If sum is 0, then answer is true

    for (int i = 0; i <= n; i++)

      subset[0][i] = true;

    // If sum is not 0 and set is empty, then answer is false

    for (int i = 1; i <= sum; i++)

      subset[i][0] = false;

     // Fill the subset table in botton up manner

     for (int i = 1; i <= sum; i++)

     {

       for (int j = 1; j <= n; j++)

       {

         subset[i][j] = subset[i][j-1];

         if (i >= set[j-1])

           subset[i][j] = subset[i][j] || subset[i - set[j-1]][j-1];

       }

     }

    /\* // uncomment this code to print table

     for (int i = 0; i <= sum; i++)

     {

       for (int j = 0; j <= n; j++)

          printf ("%4d", subset[i][j]);

       printf("\n");

     } \*/

     return subset[sum][n];

}

subset[i][j] = subset[i][j-1];

         if (i >= set[j-1])

           subset[i][j] = subset[i][j] || subset[i - set[j-1]][j-1];

Set[]= {1,2,3,4,5} , Sum =9

Sum =9, I =0 to 10, j = 0 to 6

0 1 2 3 4 5

0 T T T T T T

1 T T T T T T

2 F T T T T T

3 F T T T T T

4 F F T T T T

5 F F F F T T

6 F F F T T T

7 F

8 F

9 F

Time complexity of the above solution is O(sum\*n).

## Knapsack Problem

Given weights and values of n items, put these items in a knapsack of capacity W to get the maximum total value in the knapsack. In other words, given two integer arrays val[0..n-1] and wt[0..n-1] which represent values and weights associated with n items respectively. Also given an integer W which represents knapsack capacity, find out the maximum value subset of val[] such that sum of the weights of this subset is smaller than or equal to W

A simple solution is to consider all subsets of items and calculate the total weight and value of all subsets. Consider the only subsets whose total weight is smaller than W. From all such subsets, pick the maximum value subset.

**1) Optimal Substructure:**  
To consider all subsets of items, there can be two cases for every item: (1) the item is included in the optimal subset, (2) not included in the optimal set.  
Therefore, the maximum value that can be obtained from n items is max of following two values.  
1) Maximum value obtained by n-1 items and W weight (excluding nth item).  
2) Value of nth item plus maximum value obtained by n-1 items and W minus weight of the nth item (including nth item).

If weight of nth item is greater than W, then the nth item cannot be included and case 1 is the only possibility.

**2) Overlapping Subproblems**

**Recursive approach**

// Returns the maximum value that can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

// Base Case

if (n == 0 || W == 0)

return 0;

// If weight of the nth item is more than Knapsack capacity W, then

// this item cannot be included in the optimal solution

if (wt[n-1] > W)

return knapSack(W, wt, val, n-1);

// Return the maximum of two cases: (1) nth item included (2) not included

else return max( val[n-1] + knapSack(W-wt[n-1], wt, val, n-1),

knapSack(W, wt, val, n-1)

);

}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, K(1, 1) is being evaluated twice. Time complexity of this naive recursive solution is exponential (2^n).

In the following recursion tree, K() refers to knapSack(). The two

parameters indicated in the following recursion tree are n and W.

The recursion tree is for following sample inputs.

wt[] = {1, 1, 1}, W = 2, val[] = {10, 20, 30}

K(3, 2) ---------> K(n, W)

/ \

/ \

K(2,2) K(2,1)

/ \ / \

/ \ / \

K(1,2) K(1,1) K(1,1) K(1,0)

/ \ / \ / \

/ \ / \ / \

K(0,2) K(0,1) K(0,1) K(0,0) K(0,1) K(0,0)

Recursion tree for Knapsack capacity 2 units and 3 items of 1 unit weight.

Following is Dynamic Programming based implementation. It constructs a temporary array K[][] in bottom up manner.

// Returns the maximum value that can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

int i, w;

int K[n+1][W+1];

// Build table K[][] in bottom up manner

for (i = 0; i <= n; i++)

{

for (w = 0; w <= W; w++)

{

if (i==0 || w==0)

K[i][w] = 0;

else if (wt[i-1] <= w)

K[i][w] = max(val[i-1] + K[i-1][w-wt[i-1]], K[i-1][w]);

else

K[i][w] = K[i-1][w]; //if weight is greater then exclude

}

}

return K[n][W];

}

Time Complexity: O(nW) where n is the number of items and W is the capacity of knapsack.

## Coin Change

Given a value N, if we want to make change for N cents, and we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins, how many ways can we make the change? The order of coins doesn’t matter.

For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**1) Optimal Substructure**  
To count total number solutions, we can divide all set solutions in two sets.  
1) Solutions that do not contain mth coin (or Sm).  
2) Solutions that contain at least one Sm.  
Let count(S[], m, n) be the function to count the number of solutions, then it can be written as sum of count(S[], m-1, n) and count(S[], m, n-Sm).

Therefore, the problem has optimal substructure property as the problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems**  
Following is a simple recursive implementation of the Coin Change problem. The implementation simply follows the recursive structure mentioned above.

// Returns the count of ways we can sum  S[0...m-1] coins to get sum n

int count( int S[], int m, int n )

{

    // If n is 0 then there is 1 solution (do not include any coin)

    if (n == 0)

        return 1;

    // If n is less than 0 then no solution exists

    if (n < 0)

        return 0;

    // If there are no coins and n is greater than 0, then no solution exist

    if (m <=0 && n >= 1)

        return 0;

    // count is sum of solutions (i) including S[m-1] (ii) excluding S[m-1]

    return count( S, m - 1, n ) + count( S, m, n-S[m-1] );

}

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for S = {1, 2, 3} and n = 5.  
The function C({1,3}, 1) is called two times. If we draw the complete tree, then we can see that there are many subproblems being called more than once.

C() --> count()

C({1,2,3}, 5)

/ \

/ \

C({1,2,3}, 2) C({1,2}, 5)

/ \ / \

/ \ / \

C({1,2,3}, -1) C({1,2}, 2) C({1,2}, 3) C({1}, 5)

/ \ / \ / \

/ \ / \ / \

C({1,2},0) C({1},2) C({1,2},1) C({1},3) C({1}, 4) C({}, 5)

/ \ / \ / \ / \

/ \ / \ / \ / \

. . . . . . C({1}, 3) C({}, 4)

/ \

/ \

. .

Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner.

int count( int S[], int m, int n )

{

    int i, j, x, y;

    // We need n+1 rows as the table is consturcted in bottom up manner using

    // the base case 0 value case (n = 0)

//Here n is the value and m is the number of coins

    int table[n+1][m];

    // Fill the enteries for 0 value case (n = 0)

    for (i=0; i<m; i++)

        table[0][i] = 1;

    // Fill rest of the table enteries in bottom up manner

    for (i = 1; i < n+1; i++)

    {

        for (j = 0; j < m; j++)

        {

            // Count of solutions including S[j]

            x = (i-S[j] >= 0)? table[i - S[j]][j]: 0;

            // Count of solutions excluding S[j]

            y = (j >= 1)? table[i][j-1]: 0;

            // total count

            table[i][j] = x + y;

        }

    }

    return table[n][m-1];

}

Time Complexity: O(mn)

Following is a simplified version of method 2. The auxiliary space required here is O(n) only.

|  |
| --- |
| // Returns the count of ways we can sum  S[0...m-1] coins to get sum n  int count( int S[], int m, int n )  {      // table[i] will be storing the number of solutions for      // value i. We need n+1 rows as the table is consturcted      // in bottom up manner using the base case (n = 0)      int table[n+1];        // Initialize all table values as 0      memset(table, 0, sizeof(table));        // Base case (If given value is 0)      table[0] = 1;        // Pick all coins one by one and update the table[] values      // after the index greater than or equal to the value of the      // picked coin      for(int i=0; i<m; i++) //( m = number of coins)          for(int j=S[i]; j<=n; j++) //(n = amount)              table[j]= table[j] + table[j-S[i]];        return table[n];  } |

For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4.

i = 0, s[i] = 1, j = 1, table[j] = 1

i = 0, s[i] = 1, j = 2, table[j] = 1

i = 0, s[i] = 1, j = 3, table[j] = 1

i = 0, s[i] = 1, j = 4, table[j] = 1

table[j] = {1,1,1,1,1}

i = 1, s[i] = 2, j = 2, table[j] = 2

i = 1, s[i] = 2, j = 3, table[j] = 2

i = 1, s[i] = 2, j = 4, table[j] = 3

table[j] = {1,1,2,2,3}

i = 2, s[i] = 3, j = 3, table[j] = 3

i = 2, s[i] = 3, j = 4, table[j] = 4

table[j] = {1,1,2,3,4}

## Matrix Chain Multiplication

Given a sequence of matrices, find the most efficient way to multiply these matrices together.

We have many options to multiply a chain of matrices because matrix multiplication is associative. In other words, no matter how we parenthesize the product, the result will be the same. For example, if we had four matrices A, B, C, and D, we would have:

(ABC)D = (AB)(CD) = A(BCD) = ....

However, the order in which we parenthesize the product affects the number of simple arithmetic operations needed to compute the product, or the efficiency. For example, suppose A is a 10 × 30 matrix, B is a 30 × 5 matrix, and C is a 5 × 60 matrix. Then,

(AB)C = (10×30×5) + (10×5×60) = 1500 + 3000 = 4500 operations

A(BC) = (30×5×60) + (10×30×60) = 9000 + 18000 = 27000 operations.

Clearly the first method is the more efficient.

*Given an array p[] which represents the chain of matrices such that the ith matrix Ai is of dimension p[i-1] x p[i]. We need to write a function MatrixChainOrder() that should return the minimum number of multiplications needed to multiply the chain.*

**Input: p[] = {40, 20, 30, 10, 30}**

**Output: 26000**

There are 4 matrices of dimensions 40x20, 20x30, 30x10 and 10x30.

Let the input 4 matrices be A, B, C and D. The minimum number of

multiplications are obtained by putting parenthesis in following way

(A(BC))D --> 20\*30\*10 + 40\*20\*10 + 40\*10\*30

**Input: p[] = {10, 20, 30, 40, 30}**

**Output: 30000**

There are 4 matrices of dimensions 10x20, 20x30, 30x40 and 40x30.

Let the input 4 matrices be A, B, C and D. The minimum number of

multiplications are obtained by putting parenthesis in following way

((AB)C)D --> 10\*20\*30 + 10\*30\*40 + 10\*40\*30

**Input: p[] = {10, 20, 30}**

**Output: 6000**

There are only two matrices of dimensions 10x20 and 20x30. So there

is only one way to multiply the matrices, cost of which is 10\*20\*30

A simple solution is to place parenthesis at all possible places, calculate the cost for each placement and return the minimum value. In a chain of matrices of size n, we can place the first set of parenthesis in n-1 ways. For example, if the given chain is of 4 matrices. let the chain be ABCD, then there are 3 way to place first set of parenthesis: A(BCD), (AB)CD and (ABC)D. So when we place a set of parenthesis, we divide the problem into subproblems of smaller size. Therefore, the problem has optimal substructure property and can be easily solved using recursion.

Minimum number of multiplication needed to multiply a chain of size n = Minimum of all n-1 placements (these placements create subproblems of smaller size)

Following is a recursive implementation that simply follows the above optimal substructure property.

// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n

int MatrixChainOrder(int p[], int i, int j)

{

    if(i == j)

        return 0;

    int k;

    int min = INT\_MAX;

    int count;

    // place parenthesis at different places between first and last matrix,

    // recursively calculate count of multiplcations for each parenthesis

    // placement and return the minimum count

    for (k = i; k <j; k++)

    {

        count = MatrixChainOrder(p, i, k) +

                MatrixChainOrder(p, k+1, j) +

                p[i-1]\*p[k]\*p[j];

        if (count < min)

            min = count;

    }

    // Return minimum count

    return min;

}

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for a matrix chain of size 4. The function MatrixChainOrder(p, 3, 4) is called two times. We can see that there are many subproblems being called more than once.
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Following is C/C++ implementation for Matrix Chain Multiplication problem using Dynamic Programming.

// Matrix Ai has dimension p[i-1] x p[i] for i = 1..n

int MatrixChainOrder(int p[], int n)

{

    /\* For simplicity of the program, one extra row and one extra column are

       allocated in m[][].  0th row and 0th column of m[][] are not used \*/

    int m[n][n];

    int i, j, k, L, q;

    /\* m[i,j] = Minimum number of scalar multiplications needed to compute

       the matrix A[i]A[i+1]...A[j] = A[i..j] where dimention of A[i] is

       p[i-1] x p[i] \*/

    // cost is zero when multiplying one matrix.

    for (i = 1; i < n; i++)

        m[i][i] = 0;

    // L is chain length.

    for (L=2; L<n; L++)

    {

        for (i=1; i<=n-L+1; i++)

        {

            j = i+L-1;

            m[i][j] = INT\_MAX;

            for (k=i; k<=j-1; k++)

            {

                // q = cost/scalar multiplications

                q = m[i][k] + m[k+1][j] + p[i-1]\*p[k]\*p[j];

                if (q < m[i][j])

                    m[i][j] = q;

            }

        }

    }

    return m[1][n-1];

}

Time Complexity: O(n^3)  
Auxiliary Space: O(n^2)

## Maximum size square sub-matrix with all 1s

Given a binary matrix, find out the maximum size square sub-matrix with all 1s.

For example, consider the below binary matrix.

0 1 1 0 1

1 1 0 1 0

0 1 1 1 0

1 1 1 1 0

1 1 1 1 1

0 0 0 0 0

The maximum square sub-matrix with all set bits is

1 1 1

1 1 1

1 1 1

Algorithm:  
Let the given binary matrix be M[R][C]. The idea of the algorithm is to construct an auxiliary size matrix S[][] in which each entry S[i][j] represents size of the square sub-matrix with all 1s including M[i][j] and M[i][j] is the rightmost and bottommost entry in sub-matrix.

1) Construct a sum matrix S[R][C] for the given M[R][C].

a) Copy first row and first columns as it is from M[][] to S[][]

b) For other entries, use following expressions to construct S[][]

If M[i][j] is 1 then

S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1

Else /\*If M[i][j] is 0\*/

S[i][j] = 0

2) Find the maximum entry in S[R][C]

3) Using the value and coordinates of maximum entry in S[i], print sub-matrix of M[][]

For the given M[R][C] in above example, constructed S[R][C] would be:

0 1 1 0 1

1 1 0 1 0

0 1 1 1 0

1 1 2 2 0

1 2 2 3 1

0 0 0 0 0

The value of maximum entry in above matrix is 3 and coordinates of the entry are (4, 3). Using the maximum value and its coordinates, we can find out the required sub-matrix.

void printMaxSubSquare(bool M[R][C])

{

  int i,j;

  int S[R][C];

  int max\_of\_s, max\_i, max\_j;

  /\* Set first column of S[][]\*/

  for(i = 0; i < R; i++)

     S[i][0] = M[i][0];

  /\* Set first row of S[][]\*/

  for(j = 0; j < C; j++)

     S[0][j] = M[0][j];

  /\* Construct other entries of S[][]\*/

  for(i = 1; i < R; i++)

  {

    for(j = 1; j < C; j++)

    {

      if(M[i][j] == 1)

        S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1;

      else

        S[i][j] = 0;

    }

  }

  /\* Find the maximum entry, and indexes of maximum entry in S[][] \*/

  max\_of\_s = S[0][0]; max\_i = 0; max\_j = 0;

  for(i = 0; i < R; i++)

  {

    for(j = 0; j < C; j++)

    {

      if(max\_of\_s < S[i][j])

      {

         max\_of\_s = S[i][j];

         max\_i = i;

         max\_j = j;

      }

    }

  }

  printf("\n Maximum size sub-matrix is: \n");

  for(i = max\_i; i > max\_i - max\_of\_s; i--)

  {

    for(j = max\_j; j > max\_j - max\_of\_s; j--)

    {

      printf("%d ", M[i][j]);

    }

    printf("\n");

  }

}

Time Complexity: O(m\*n) where m is number of rows and n is number of columns in the given matrix.  
Auxiliary Space: O(m\*n) where m is number of rows and n is number of columns in the given matrix.

## Maximum sum rectangle in a 2D matrix

Given a 2D array, find the maximum sum subarray in it. For example, in the following 2D array, the maximum sum subarray is highlighted with blue rectangle and sum of this subarray is 29.
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The **naive solution** for this problem is to check every possible rectangle in given 2D array. This solution requires 4 nested loops and time complexity of this solution would be O(n^4).

**Kadane’s algorithm** for 1D array can be used to reduce the time complexity to O(n^3). The idea is to fix the left and right columns one by one and find the maximum sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have maximum sum) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sun of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we apply Kadane’s 1D algorithm on temp[], and get the maximum sum subarray of temp, this maximum sum would be the maximum possible sum with left and right as boundary columns. To get the overall maximum sum, we compare this sum with the maximum sum so far.

// The main function that finds maximum sum rectangle in M[][]

void findMaxSum(int M[][COL])

{

    // Variables to store the final output

    int maxSum = 0, finalLeft, finalRigh

t, finalTop, finalBottom;

    int left, right, i;

    int temp[ROW], sum, start, finish;

    // Set the left column

    for (left = 0; left < COL; ++left)

    {

        // Initialize all elements of temp as 0

        memset(temp, 0, sizeof(temp));

        // Set the right column for the left column set by outer loop

        for (right = left; right < COL; ++right)

        {

            // Calculate sum between current left and right for every row 'i'

            for (i = 0; i < ROW; ++i)

                temp[i] += M[i][right];

            // Find the maximum sum subarray in temp[]. The kadane() function

            // also sets values of start and finish.  So 'sum' is sum of

            // rectangle between (start, left) and (finish, right) which is the

            //  maximum sum with boundary columns strictly as left and right.

            sum = kadane(temp, &start, &finish, ROW);

            // Compare sum with maximum sum so far. If sum is more, then update

            // maxSum and other output values

            if (sum > maxSum)

            {

                maxSum = sum;

                finalLeft = left;

                finalRight = right;

                finalTop = start;

                finalBottom = finish;

            }

        }

    }

    // Print final values

    printf("(Top, Left) (%d, %d)\n", finalTop, finalLeft);

    printf("(Bottom, Right) (%d, %d)\n", finalBottom, finalRight);

    printf("Max sum is: %d\n", maxSum);

}

Time Complexity: O(n^3)

## Cutting a Rod

Given a rod of length n inches and an array of prices that contains prices of all pieces of size smaller than n. Determine the maximum value obtainable by cutting up the rod and selling the pieces. For example, if length of the rod is 8 and the values of different pieces are given as following, then the maximum obtainable value is 22 (by cutting in two pieces of lengths 2 and 6)

length | 1 2 3 4 5 6 7 8

--------------------------------------------

price | 1 5 8 9 10 17 17 20

And if the prices are as following, then the maximum obtainable value is 24 (by cutting in eight pieces of length 1)

length | 1 2 3 4 5 6 7 8

--------------------------------------------

price | 3 5 8 9 10 17 17 20

The naive solution for this problem is to generate all configurations of different pieces and find the highest priced configuration. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently solved using Dynamic Programming.

Naïve recursive function

Let cutRoad(n) be the required (best possible price) value for a rod of lenght n. cutRod(n) can be written as following.

cutRod(n) = max(price[i] + cutRod(price, n-i-1)) for all i in {0, 1 .. n-1}

The implementation simply follows the recursive structure mentioned above.

/\* Returns the best obtainable price for a rod of length n and

   price[] as prices of different pieces \*/

int cutRod(int price[], int n)

{

   if (n <= 0)

     return 0;

   int max\_val = INT\_MIN;

   // Recursively cut the rod in different pieces and compare different

   // configurations

   for (int i = 0; i<n; i++)

         max\_val = max(max\_val, price[i] + cutRod(price, n-(i+1));

   return max\_val;

}

Considering the above implementation, following is recursion tree for a Rod of length 4.

cR() ---> cutRod()

cR(4)

/ / \ \

/ / \ \

cR(3) cR(2) cR(1) cR(0)

/ | \ / \ |

/ | \ / \ |

cR(2) cR(1) cR(0) cR(1) cR(0) cR(0)

/ \ | |

/ \ | |

cR(1) cR(0) cR(0) cR(0)

In the above partial recursion tree, cR(2) is being solved twice. We can see that there are many subproblems which are solved again and again. Since same suproblems are called again, this problem has Overlapping Subprolems property. So the Rod Cutting problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and[this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array val[] in bottom up manner.

/\* Returns the best obtainable price for a rod of length n and

   price[] as prices of different pieces \*/

int cutRod(int price[], int n)

{

   int val[n+1];

   val[0] = 0;

   int i, j;

   // Build the table val[] in bottom up manner and return the last entry

   // from the table

   for (i = 1; i<=n; i++)

   {

       int max\_val = INT\_MIN;

       for (j = 0; j < i; j++)

         max\_val = max(max\_val, price[j] + val[i-(j+1]);

       val[i] = max\_val;

   }

   return val[n];

}

Time Complexity of the above implementation is O(n^2) which is much better than the worst case time complexity of Naive Recursive implementation.

## Optimal Binary Search Tree

Given a sorted array *keys[0.. n-1]* of search keys and an array *freq[0.. n-1]* of frequency counts, where*freq[i]* is the number of searches to *keys[i]*. Construct a binary search tree of all keys such that the total cost of all the searches is as small as possible.

Let us first define the cost of a BST. The cost of a BST node is level of that node multiplied by its frequency. Level of root is 1.

**Example 1**

Input: keys[] = {10, 12}, freq[] = {34, 50}

There can be following two possible BSTs

10 12

\ /

12 10

I II

Frequency of searches of 10 and 12 are 34 and 50 respectively.

The cost of tree I is 34\*1 + 50\*2 = 134

The cost of tree II is 50\*1 + 34\*2 = 118

**Example 2**

Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50}

There can be following possible BSTs

10 12 20 10 20

\ / \ / \ /

12 10 20 12 20 10

\ / / \

20 10 12 12

I II III IV V

Among all possible BSTs, cost of the fifth BST is minimum.

Cost of the fifth BST is 1\*50 + 2\*34 + 3\*8 = 142

Following is recursive implementation that simply follows the recursive structure mentioned above.

// A recursive function to calculate cost of optimal binary search tree

int optCost(int freq[], int i, int j)

{

   // Base cases

   if (j < i)      // If there are no elements in this subarray

     return 0;

   if (j == i)     // If there is one element in this subarray

     return freq[i];

   // Get sum of freq[i], freq[i+1], ... freq[j]

   int fsum = sum(freq, i, j);

   // Initialize minimum value

   int min = INT\_MAX;

   // One by one consider all elements as root and recursively find cost

   // of the BST, compare the cost with min and update min if needed

   for (int r = i; r <= j; ++r)

   {

       int cost = optCost(freq, i, r-1) + optCost(freq, r+1, j);

       if (cost < min)

          min = cost;

   }

   // Return minimum value

   return min + fsum;

}

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. We can see many subproblems being repeated in the following recursion tree for freq[1..4].
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Following is C/C++ implementation for optimal BST problem using Dynamic Programming. We use an auxiliary array cost[n][n] to store the solutions of subproblems. cost[0][n-1] will hold the final result. The challenge in implementation is, all diagonal values must be filled first, then the values which lie on the line just above the diagonal. In other words, we must first fill all cost[i][i] values, then all cost[i][i+1] values, then all cost[i][i+2] values. So how to fill the 2D array in such manner> The idea used in the implementation is same as [Matrix Chain Multiplication problem](http://www.geeksforgeeks.org/archives/15553), we use a variable ‘L’ for chain length and increment ‘L’, one by one. We calculate column number ‘j’ using the values of ‘i’ and ‘L’.

/\* A Dynamic Programming based function that calculates minimum cost of

   a Binary Search Tree. \*/

int optimalSearchTree(int keys[], int freq[], int n)

{

    /\* Create an auxiliary 2D matrix to store results of subproblems \*/

    int cost[n][n];

    /\* cost[i][j] = Optimal cost of binary search tree that can be

       formed from keys[i] to keys[j].

       cost[0][n-1] will store the resultant cost \*/

    // For a single key, cost is equal to frequency of the key

    for (int i = 0; i < n; i++)

        cost[i][i] = freq[i];

    // Now we need to consider chains of length 2, 3, ... .

    // L is chain length.

    for (int L=2; L<=n; L++)

    {

        // i is row number in cost[][]

        for (int i=0; i<=n-L+1; i++)

        {

            // Get column number j from row number i and chain length L

            int j = i+L-1;

            cost[i][j] = INT\_MAX;

            // Try making all keys in interval keys[i..j] as root

            for (int r=i; r<=j; r++)

            {

               // c = cost when keys[r] becomes root of this subtree

               int c = ((r > i)? cost[i][r-1]:0) +

                       ((r < j)? cost[r+1][j]:0) +

                       sum(freq, i, j);

               if (c < cost[i][j])

                  cost[i][j] = c;

            }

        }

    }

    return cost[0][n-1];

}

## Maximum length of chain of Pairs

You are given n pairs of numbers. In every pair, the first number is always smaller than the second number. A pair (c, d) can follow another pair (a, b) if b < c. Chain of pairs can be formed in this fashion. Find the longest chain which can be formed from a given set of pairs.

For example, if the given pairs are {{5, 24}, {39, 60}, {15, 28}, {27, 40}, {50, 90} }, then the longest chain that can be formed is of length 3, and the chain is {{5, 24}, {27, 40}, {50, 90}}

This problem is a variation of standard [Longest Increasing Subsequence](http://www.geeksforgeeks.org/archives/12832) problem. Following is a simple two step process.  
1) Sort given pairs in increasing order of first (or smaller) element.  
2) Now run a modified LIS process where we compare the second element of already finalized LIS with the first element of new LIS being constructed.

// This function assumes that arr[] is sorted in increasing order

// according the first (or smaller) values in pairs.

int maxChainLength( struct pair arr[], int n)

{

   int i, j, max = 0;

   int \*mcl = (int\*) malloc ( sizeof( int ) \* n );

   /\* Initialize MCL (max chain length) values for all indexes \*/

   for ( i = 0; i < n; i++ )

      mcl[i] = 1;

   /\* Compute optimized chain length values in bottom up manner \*/

   for ( i = 1; i < n; i++ )

      for ( j = 0; j < i; j++ )

         if ( arr[i].a > arr[j].b && mcl[i] < mcl[j] + 1)

            mcl[i] = mcl[j] + 1;

   // mcl[i] now stores the maximum chain length ending with pair i

   /\* Pick maximum of all MCL values \*/

   for ( i = 0; i < n; i++ )

      if ( max < mcl[i] )

         max = mcl[i];

   /\* Free memory to avoid memory leak \*/

   free( mcl );

   return max;

}

Time Complexity: O(n^2) where n is the number of pairs.

The given problem is also a variation of [Activity Selection problem](http://www.geeksforgeeks.org/archives/18528)and can be solved in (nLogn) time. To solve it as a activity selection problem, consider the first element of a pair as start time in activity selection problem, and the second element of pair as end time.

## Word Wrap Problem

Given a sequence of words, and a limit on the number of characters that can be put in one line (line width). Put line breaks in the given sequence such that the lines are printed neatly. Assume that the length of each word is smaller than the line width.

## Edit distance

Given two strings of size m, n and set of operations replace (R), insert (I) and delete (D) all at equal cost. Find minimum number of edits (operations) required to convert one string into another.

## Box Stacking Problem

You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.

Following are the key points to note in the problem statement:  
1) A box can be placed on top of another box only if both width and depth of the upper placed box are smaller than width and depth of the lower box respectively.  
2) We can rotate boxes. For example, if there is a box with dimensions {1x2x3} where 1 is height, 2×3 is base, then there can be three possibilities, {1x2x3}, {2x1x3} and {3x1x2}.  
3) We can use multiple instances of boxes. What it means is, we can have two different rotations of a box as part of our maximum height stack.

## Largest Independent Set problem

Given a Binary Tree, find size of the **L**argest **I**ndependent **S**et(LIS) in it. A subset of all tree nodes is an independent set if there is no edge between any two nodes of the subset.  
For example, consider the following binary tree. The largest independent set(LIS) is {10, 40, 60, 70, 80} and size of the LIS is 5.
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Let LISS(X) indicates size of largest independent set of a tree with root X.

LISS(X) = MAX { (1 + sum of LISS for all grandchildren of X),

(sum of LISS for all children of X) }

The idea is simple, there are two possibilities for every node X, either X is a member of the set or not a member. If X is a member, then the value of LISS(X) is 1 plus LISS of all grandchildren. If X is not a member, then the value is sum of LISS of all children.

Following is recursive implementation that simply follows the recursive structure mentioned above.

// The function returns size of the largest independent set in a given

// binary tree

int LISS(struct node \*root)

{

    if (root == NULL)

       return 0;

    // Caculate size excluding the current node

    int size\_excl = LISS(root->left) + LISS(root->right);

    // Calculate size including the current node

    int size\_incl = 1;

    if (root->left)

       size\_incl += LISS(root->left->left) + LISS(root->left->right);

    if (root->right)

       size\_incl += LISS(root->right->left) + LISS(root->right->right);

    // Return the maximum of two sizes

    return max(size\_incl, size\_excl);

}

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, LISS of node with value 50 is evaluated for node with values 10 and 20 as 50 is grandchild of 10 and child of 20.

Following is C implementation of Dynamic Programming based solution. In the following solution, an additional field ‘liss’ is added to tree nodes. The initial value of ‘liss’ is set as 0 for all nodes.

**The recursive function LISS() calculates ‘liss’ for a node only if it is not already set.**

// A memoization function returns size of the largest independent set in

//  a given binary tree

int LISS(struct node \*root)

{

    if (root == NULL)

        return 0;

    if (root->liss)

        return root->liss;

    if (root->left == NULL && root->right == NULL)

        return (root->liss = 1);

    // Caculate size excluding the current node

    int liss\_excl = LISS(root->left) + LISS(root->right);

    // Calculate size including the current node

    int liss\_incl = 1;

    if (root->left)

        liss\_incl += LISS(root->left->left) + LISS(root->left->right);

    if (root->right)

        liss\_incl += LISS(root->right->left) + LISS(root->right->right);

    // Return the maximum of two sizes

    root->liss = max(liss\_incl, liss\_excl);

    return root->liss;

}

Time Complexity: O(n) where n is the number of nodes in given Binary tree.

## Bellman-Ford Algorithm

## Floyd Warshall Algorithm

## Egg dropping Puzzle

The following is a description of the instance of this famous puzzle involving n=2 eggs and a building with k=36 floors.

Suppose that we wish to know which stories in a 36-story building are safe to drop eggs from, and which will cause the eggs to break on landing. We make a few assumptions:

…..An egg that survives a fall can be used again.  
…..A broken egg must be discarded.  
…..The effect of a fall is the same for all eggs.  
…..If an egg breaks when dropped, then it would break if dropped from a higher floor.  
…..If an egg survives a fall then it would survive a shorter fall.  
…..It is not ruled out that the first-floor windows break eggs, nor is it ruled out that the 36th-floor do not cause an egg to break.

When we drop an egg from a floor x, there can be two cases (1) The egg breaks (2) The egg doesn’t break.

1) If the egg breaks after dropping from xth floor, then we only need to check for floors lower than x with remaining eggs; so the problem reduces to x-1 floors and n-1 eggs  
2) If the egg doesn’t break after dropping from the xth floor, then we only need to check for floors higher than x; so the problem reduces to k-x floors and n eggs.

Since we need to minimize the number of trials in *worst*case, we take the maximum of two cases. We consider the max of above two cases for every floor and choose the floor which yields minimum number of trials.

k ==> Number of floors

n ==> Number of Eggs

eggDrop(n, k) ==> Minimum number of trails needed to find the critical

floor in worst case.

eggDrop(n, k) = 1 + min{max(eggDrop(n - 1, x - 1), eggDrop(n, k - x)):

x in {1, 2, ..., k}}

## Minimum Cost Path

Given a cost matrix cost[][] and a position (m, n) in cost[][], write a function that returns cost of minimum cost path to reach (m, n) from (0, 0). Each cell of the matrix represents a cost to traverse through that cell. Total cost of a path to reach (m, n) is sum of all the costs on that path (including both source and destination). You can only traverse down, right and diagonally lower cells from a given cell, i.e., from a given cell (i, j), cells (i+1, j), (i, j+1) and (i+1, j+1) can be traversed. You may assume that all costs are positive integers.

For example, in the following figure, what is the minimum cost path to (2, 2)?  
[![http://www.geeksforgeeks.org/wp-content/uploads/dp.png](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/dp.png)

The path with minimum cost is highlighted in the following figure. The path is (0, 0) –> (0, 1) –> (1, 2) –> (2, 2). The cost of the path is 8 (1 + 2 + 2 + 3).  
[![http://www.geeksforgeeks.org/wp-content/uploads/dp2.png](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/dp2.png)

So minimum cost to reach (m, n) can be written as “minimum of the 3 cells plus cost[m][n]“.

minCost(m, n) = min (minCost(m-1, n-1), minCost(m-1, n), minCost(m, n-1)) + cost[m][n]

So the recursive implementation is as follows

/\* Returns cost of minimum cost path from (0,0) to (m, n) in mat[R][C]\*/

int minCost(int cost[R][C], int m, int n)

{

   if (n < 0 || m < 0)

      return INT\_MAX;

   else if (m == 0 && n == 0)

      return cost[m][n];

   else

      return cost[m][n] + min( minCost(cost, m-1, n-1),

                               minCost(cost, m-1, n),

                               minCost(cost, m, n-1) );

}

e. Time complexity of this naive recursive solution is exponential and it is terribly slow.

mC refers to minCost()

mC(2, 2)

/ | \

/ | \

mC(1, 1) mC(1, 2) mC(2, 1)

/ | \ / | \ / | \

/ | \ / | \ / | \

mC(0,0) mC(0,1) mC(1,0) mC(0,1) mC(0,2) mC(1,1) mC(1,0) mC(1,1) mC(2,0)

Recomputations of same subproblems can be avoided by constructing a temporary array tc[][] in bottom up manner.

int minCost(int cost[R][C], int m, int n)

{

     int i, j;

     // Instead of following line, we can use int tc[m+1][n+1] or

     // dynamically allocate memoery to save space. The following line is

     // used to keep te program simple and make it working on all compilers.

     int tc[R][C];

**tc[0][0] = cost[0][0];**

**/\* Initialize first column of total cost(tc) array \*/**

     for (i = 1; i <= m; i++)

        tc[i][0] = tc[i-1][0] + cost[i][0];

     /\* Initialize first row of tc array \*/

     for (j = 1; j <= n; j++)

        tc[0][j] = tc[0][j-1] + cost[0][j];

     /\* Construct rest of the tc array \*/

     for (i = 1; i <= m; i++)

        for (j = 1; j <= n; j++)

            tc[i][j] = min(tc[i-1][j-1], tc[i-1][j], tc[i][j-1]) + cost[i][j];

     return tc[m][n];

}

Time Complexity of the DP implementation is O(mn) which is much better than Naive Recursive implementation.

## Minimum number of jumps to reach end

## Given an array all of whose elements are positive numbers, find the maximum sum of a subsequence with the constraint that no 2 numbers in the sequence should be adjacent in the array. So 3 2 7 10 should return 13 (sum of 3 and 10) or 3 2 5 10 7 should return 15 (sum of 3, 5 and 7).

More examples:

* [**3**, 2, **7**, 1]: return 10
* [**6**, 2, 1, **4**]: return 10
* [**8**, 9, **5**, 1]: return 13
* [29, **77**, 16]: return 77
* [**29**, 44, **16**]: return 45

This problem can be solved by dynamic programming.

Let's say we have an array of integers:

i[1], i[2], i[3], ..., i[n], i[n+1], i[n+2]

We partition the array into two parts: the first part containing first n integers, and the second part is the last two integers:

{i[1], i[2], i[3], ..., i[n]}, {i[n+1], i[n+2]}

Let's denote M\_SUM(n) as the max sum of the first n integers per your requirement.

There will be two cases:

1. if i[n] is not counted into M\_SUM(n), then M\_SUM(n+2) = M\_SUM(n) + MAX(i[n+1], i[n+2])
2. if i[n] is counted into M\_SUM(n), then M\_SUM(n+2) = M\_SUM(n) + i[n+2]

then, M\_SUM(n+2), the value we are seeking for, will be the larger value of the above two.

Then we can have a very naive pseudocode as below:

function M\_SUM(n)

return MAX(M\_SUM(n, true), M\_SUM(n, false))

function M\_SUM(n, flag)

if n == 0 then return 0

else if n == 1

return flag ? i[0] : 0

} else {

if flag then

return MAX(

M\_SUM(n-2, true) + i[n-1],

M\_SUM(n-2, false) + MAX(i[n-1],i[n-2]))

else

return MAX(M\_SUM(n-2, false) + i[n-2], M\_SUM(n-2, true))

}

"flag" means "allow using the last integer"

This algorithm has an exponential time complexity.

Dynamical programming techniques can be employed to eliminate the unnecessary recomputation of M\_SUM.

Storing each M\_SUM(n, flag) into a n\*2 matrix. In the recursion part, if such a value does not present in the matrix, compute it. Otherwise, just fetch the value from the matrix. This will reduce the time complexity into linear.

The algorithm will have O(n) time complexity, and O(n) space complexity.

-------------------------------------------------------------------------------------------------------------------------------------

## Construction of Longest Monotonically Increasing Subsequence (NlogN)

int GetCeilIndex(int A[], int T[], int l, int r, int key) {

   int m;

   while( r - l > 1 ) {

      m = l + (r - l)/2;

      if( A[T[m]] >= key )

         r = m;

      else

         l = m;

   }

   return r;

}

int LongestIncreasingSubsequence(int A[], int size) {

   // Add boundary case, when array size is zero

   // Depend on smart pointers

   int \*tailIndices = new int[size];

   int \*prevIndices = new int[size];

   int len;

   memset(tailIndices, 0, sizeof(tailIndices[0])\*size);

   memset(prevIndices, 0xFF, sizeof(prevIndices[0])\*size);

   tailIndices[0] = 0;

   prevIndices[0] = -1;

   len = 1; // it will always point to empty location

   for( int i = 1; i < size; i++ ) {

      if( A[i] < A[tailIndices[0]] ) {

         // new smallest value

         tailIndices[0] = i;

      } else if( A[i] > A[tailIndices[len-1]] ) {

         // A[i] wants to extend largest subsequence

         prevIndices[i] = tailIndices[len-1];

         tailIndices[len++] = i;

      } else {

         // A[i] wants to be a potential condidate of future subsequence

         // It will replace ceil value in tailIndices

        int pos = GetCeilIndex(A, tailIndices, -1, len-1, A[i]);

        prevIndices[i] = tailIndices[pos-1];

        tailIndices[pos] = i;

      }

   }

   cout << "LIS of given input" << endl;

   for( int i = tailIndices[len-1]; i >= 0; i = prevIndices[i] )

      cout << A[i] << "   ";

   cout << endl;

   delete[] tailIndices;

   delete[] prevIndices;

   return len;

}

int main() {

   int A[] = { 2, 5, 3, 7, 11, 8, 10, 13, 6 };

   int size = sizeof(A)/sizeof(A[0]);

   printf("LIS size %d\n", LongestIncreasingSubsequence(A, size));

   return 0;

}

## Given a set of n integers, divide the set in two subsets of n/2 sizes each such that the difference of the sum of two subsets is as minimum as possible.

<http://stackoverflow.com/questions/4212050/minimum-difference-between-sum-of-two-subsets>

 If n is even, then sizes of two subsets must be strictly n/2 and if n is odd, then size of one subset must be (n-1)/2 and size of other subset must be (n+1)/2.

For example, let given set be {3, 4, 5, -3, 100, 1, 89, 54, 23, 20}, the size of set is 10. Output for this set should be {4, 100, 1, 23, 20} and {3, 5, -3, 89, 54}. Both output subsets are of size 5 and sum of elements in both subsets is same (148 and 148).  
Let us consider another example where n is odd. Let given set be {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4}. The output subsets should be {45, -34, 12, 98, -1} and {23, 0, -99, 4, 189, 4}. The sums of elements in two subsets are 120 and 121 respectively.

The following solution tries every possible subset of half size. If one subset of half size is formed, the remaining elements form the other subset. We initialize current set as empty and one by one build it. There are two possibilities for every element, either it is part of current set, or it is part of the remaining elements (other subset). We consider both possibilities for every element. When the size of current set becomes n/2, we check whether this solutions is better than the best solution available so far. If it is, then we update the best solution.

// function that tries every possible solution by calling itself recursively

void TOWUtil(int\* arr, int n, bool\* curr\_elements, int no\_of\_selected\_elements,

             bool\* soln, int\* min\_diff, int sum, int curr\_sum, int curr\_position)

{

    // checks whether the it is going out of bound

    if (curr\_position == n)

        return;

    // checks that the numbers of elements left are not less than the

    // number of elements required to form the solution

    if ((n/2 - no\_of\_selected\_elements) > (n - curr\_position))

        return;

    // consider the cases when current element is not included in the solution

    TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,

              soln, min\_diff, sum, curr\_sum, curr\_position+1);

    // add the current element to the solution

    no\_of\_selected\_elements++;

    curr\_sum = curr\_sum + arr[curr\_position];

    curr\_elements[curr\_position] = true;

    // checks if a solution is formed

    if (no\_of\_selected\_elements == n/2)

    {

        // checks if the solution formed is better than the best solution so far

        if (abs(sum/2 - curr\_sum) < \*min\_diff)

        {

            \*min\_diff = abs(sum/2 - curr\_sum);

            for (int i = 0; i<n; i++)

                soln[i] = curr\_elements[i];

        }

    }

    else

    {

        // consider the cases where current element is included in the solution

        TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements, soln,

                  min\_diff, sum, curr\_sum, curr\_position+1);

    }

    // removes current element before returning to the caller of this function

    curr\_elements[curr\_position] = false;

}

// main function that generate an arr

void tugOfWar(int \*arr, int n)

{

    // the boolen array that contains the inclusion and exclusion of an element

    // in current set. The number excluded automatically form the other set

    bool\* curr\_elements = new bool[n];

    // The inclusion/exclusion array for final solution

    bool\* soln = new bool[n];

    int min\_diff = INT\_MAX;

    int sum = 0;

    for (int i=0; i<n; i++)

    {

        sum += arr[i];

        curr\_elements[i] =  soln[i] = false;

    }

    // Find the solution using recursive function TOWUtil()

    TOWUtil(arr, n, curr\_elements, 0, soln, &min\_diff, sum, 0, 0);

    // Print the solution

    cout << "The first subset is: ";

    for (int i=0; i<n; i++)

    {

        if (soln[i] == true)

            cout << arr[i] << " ";

    }

    cout << "\nThe second subset is: ";

    for (int i=0; i<n; i++)

    {

        if (soln[i] == false)

            cout << arr[i] << " ";

    }

}

## Partition problem is to determine whether a given set can be partitioned into two subsets such that the sum of elements in both subsets is same.

**Examples**

**arr[] = {1, 5, 11, 5}**

**Output: true**

**The array can be partitioned as {1, 5, 5} and {11}**

**arr[] = {1, 5, 3}**

**Output: false**

**The array cannot be partitioned into equal sum sets.**

### You are given many slabs each with a length and a breadth. A slab i can be put on slab j if both dimensions of i are less than that of j. In this similar manner, you can keep on putting slabs on each other. Find the maximum stack possible which you can create out of the given slabs.

Here is my solution:--

1) first rearrange the dimensions of slabs i.e. put bigger dimension in y and smaller dimenson in x (rotate the slab)

2) then arrange all slabs in increasing order of x dimension

3) and then find the longest increasing sub-sequence based on y dimension......

Ex:-         (2,5),(5,1),(1,3),(1,2),(6,1)

Step-1=> (2,5),(1,5),(1,3),(1,2),(1,6)

Step-2=> (1,2),(1,3),(1,5),(1,6),(2,5)

Step-3=> LIS=4  {  (1,2),(1,3),(1,5),(1,6)   OR   (1,2),(1,3),(1,5),(2,5)  }

----------------------------------

### You are given pairs of numbers. In a pair the first number is smaller with respect to the second number. Suppose you have two sets (a, b) and (c, d), the second set can follow the first set if b<c. So you can form a long chain in the similar fashion. Find the longest chain which can be formed.

Let the pair be (xi,yi) as its given xi<yi, instead of soring wrt xi, soring wrt yi will be the ideal and the final sequnce should be x1<y1<x2<y2...xn<yn where (xi yi) is a pair So algo could be  
1. Sort pairs wrt yi in ascending oeder.  
2. add first pair (x1,y1) to sequence.  
3. Start with i=1, and yi<x(i+1) then add x(i+1) y(i+1) to sequnce and increment i;  
4. repeat step 3 till i=1;  
in simple, we just eliminating the pairs that doesn't fit into the sequence...

----------------------------------

Find the maximum contiguous subsequence in a bar chart.

I was able to find a solution in O(N^3) which is basically the brute force method The idea is that given a bar chart with peaks and valley's, you should find the subsequence X which gives you the maximum area underneath the chart. For the life of me I couldn't think of the answer at the time, , I had a hard time visualizing it, however it's a classical computer science problem called "the maximum sum contiguous subsequence problem

<http://www.careercup.com/page?pid=dynamic-programming-interview-questions>

## Partition problem

<http://en.wikipedia.org/wiki/Partition_problem>

Partition problem is to determine whether a given set can be partitioned into two subsets such that the sum of elements in both subsets is same.

Examples

arr[] = {1, 5, 11, 5}

Output: true

The array can be partitioned as {1, 5, 5} and {11}

arr[] = {1, 5, 3}

Output: false

The array cannot be partitioned into equal sum sets.